**Lab 05:Page Replacement**

**1.Simulate contigous memory allocation technique for**

**1.Worst fit 2.Best fit 3.First fit**

**Worst -fit**

#include <stdio.h>

void implimentWorstFit(int blockSize[], int blocks, int processSize[], int processes)

{

int allocation[processes];

int occupied[blocks];

for(int i = 0; i < processes; i++){

allocation[i] = -1;

}

for(int i = 0; i < blocks; i++){

occupied[i] = 0;

}

for (int i=0; i < processes; i++)

{

int indexPlaced = -1;

for(int j = 0; j < blocks; j++)

{

if(blockSize[j] >= processSize[i] && !occupied[j])

{

if (indexPlaced == -1)

indexPlaced = j;

else if (blockSize[indexPlaced] < blockSize[j])

indexPlaced = j;

}

}

if (indexPlaced != -1)

{

allocation[i] = indexPlaced;

occupied[indexPlaced] = 1;

blockSize[indexPlaced] -= processSize[i];

}

}

printf("\nProcess No. \t\tProcess Size \t\tBlock no.\n");

for (int i = 0; i < processes; i++)

{

printf("%d \t\t\t %d \t\t\t", i+1, processSize[i]);

if (allocation[i] != -1)

printf("%d\n",allocation[i] + 1);

else

printf("Not Allocated\n");

}

}

int main()

{

int blockSize[] = {100, 50, 30, 120, 35};

int processSize[] = {40, 10, 30, 60};

int blocks = sizeof(blockSize)/sizeof(blockSize[0]);

int processes = sizeof(processSize)/sizeof(processSize[0]);

implimentWorstFit(blockSize, blocks, processSize, processes);

return 0;

}
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**Best-fit**

#include <stdio.h>

void implimentBestFit(int blockSize[], int blocks, int processSize[], int processes)

{

int allocation[processes];

for(int i = 0; i < processes; i++){

allocation[i] = -1;

}

for (int i=0; i<processes; i++)

{

int indexPlaced = -1;

for (int j=0; j<blocks; j++)

{

if (blockSize[j] >= processSize[i])

{

if (indexPlaced == -1)

indexPlaced = j;

else if (blockSize[j] < blockSize[indexPlaced])

indexPlaced = j;

}

}

if (indexPlaced != -1)

{

allocation[i] = indexPlaced;

blockSize[indexPlaced] -= processSize[i];

}

}

printf("\nProcess No. \t\tProcess Size \t\tBlock no.\n");

for (int i = 0; i < processes; i++)

{

printf("%d \t\t\t %d \t\t\t", i+1, processSize[i]);

if (allocation[i] != -1)

printf("%d\n",allocation[i] + 1);

else

printf("Not Allocated\n");

}

}

int main()

{

int blockSize[] = {50, 20, 100, 90};

int processSize[] = {10, 30, 60, 110};

int blocks = sizeof(blockSize)/sizeof(blockSize[0]);

int processes = sizeof(processSize)/sizeof(processSize[0]);

implimentBestFit(blockSize, blocks, processSize, processes);

return 0 ;

}

**OUTPUT:**

**![](data:image/png;base64,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)**

**First-fit**

#include <stdio.h>

void implimentFirstFit(int blockSize[], int blocks, int processSize[], int processes)

{

int allocate[processes];

int occupied[blocks];

for(int i = 0; i < processes; i++)

{

allocate[i] = -1;

}

for(int i = 0; i < blocks; i++){

occupied[i] = 0;

}

for (int i = 0; i < processes; i++)

{

for (int j = 0; j < blocks; j++)

{

if (!occupied[j] && blockSize[j] >= processSize[i])

{

allocate[i] = j;

occupied[j] = 1;

break;

}

}

}

printf("\nProcess No.\tProcess Size \t\tBlock no.\n");

for (int i = 0; i < processes; i++)

{

printf("%d \t\t\t %d \t\t\t", i+1, processSize[i]);

if (allocate[i] != -1)

printf("%d\n",allocate[i] + 1);

else

printf("Not Allocated\n");

}

}

void main()

{

int blockSize[] = {10, 20, 30,40};

int processSize[] = {15, 6,30};

int m = sizeof(blockSize)/sizeof(blockSize[0]);

int n = sizeof(processSize)/sizeof(processSize[0]);

implimentFirstFit(blockSize, m, processSize, n);

}

**OUTPUT:**

![](data:image/png;base64,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)

**2.Simulate First-In First-out(FIFO)**

#include <stdio.h>

int main() {

int incomingStream[] = {7, 0, 1, 2, 0, 3, 0, 4, 2, 3, 0, 3, 2, 1, 2, 0, 1, 7, 0, 1};

int pageFaults = 0;

int pageHits = 0;

int frames;

int m, n, s, pages;

printf("Enter the number of frames: ");

scanf("%d", &frames);

printf("Incoming\t");

for (m = 1; m <= frames; m++) {

printf("Frame %d\t", m);

}

printf("\n");

pages = sizeof(incomingStream) / sizeof(incomingStream[0]);

int temp[frames];

for (m = 0; m < frames; m++) {

temp[m] = -1;

}

for (m = 0; m < pages; m++) {

s = 0;

for (n = 0; n < frames; n++) {

if (incomingStream[m] == temp[n]) {

s = 1;

pageHits++;

break;

}

}

if (s == 0) {

pageFaults++;

if (pageFaults <= frames) {

temp[pageFaults - 1] = incomingStream[m];

} else {

temp[(pageFaults - 1) % frames] = incomingStream[m];

}

}

printf("\n%d\t\t", incomingStream[m]);

for (n = 0; n < frames; n++) {

if (temp[n] != -1)

printf(" %d\t", temp[n]);

else

printf(" - \t");

}

}

printf("\n\nTotal Page Faults:\t%d\n", pageFaults);

printf("Total Page Hits:\t%d\n", pageHits);

return 0;

}
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**3.Simulate Optimal Page Replacement Algorithm(OPR)**

#include <stdio.h>

int isPageInFrames(int page, int frames[], int numFrames) {

for (int i = 0; i < numFrames; i++) {

if (frames[i] == page) {

return 1;

}

}

return 0;

}

void printFrameHeaders(int numFrames) {

printf("Stream\t");

for (int i = 0; i < numFrames; i++) {

printf("Frame%d\t", i + 1);

}

printf("\n");

}

void printFrames(int page, int frames[], int numFrames, int occupiedFrames) {

printf("%d\t", page);

for (int i = 0; i < numFrames; i++) {

if (i < occupiedFrames) {

printf("%d\t", frames[i]);

} else {

printf("-\t");

}

}

printf("\n");

}

int findFrameToReplace(int refStr[], int frames[], int refStrLen, int currentIndex, int numFrames) {

int farthest = currentIndex;

int frameToReplace = 0;

for (int i = 0; i < numFrames; i++) {

int j;

for (j = currentIndex; j < refStrLen; j++) {

if (frames[i] == refStr[j]) {

if (j > farthest) {

farthest = j;

frameToReplace = i;

}

break;

}

}

if (j == refStrLen) {

return i;

}

}

return frameToReplace;

}

void optimalPageReplacement(int refStr[], int refStrLen, int numFrames) {

int frames[numFrames];

int occupiedFrames = 0;

int pageHits = 0;

for (int i = 0; i < numFrames; i++) {

frames[i] = -1;

}

printFrameHeaders(numFrames);

for (int i = 0; i < refStrLen; i++) {

int page = refStr[i];

if (isPageInFrames(page, frames, occupiedFrames)) {

pageHits++;

printFrames(page, frames, numFrames, occupiedFrames);

} else {

if (occupiedFrames < numFrames) {

frames[occupiedFrames] = page;

occupiedFrames++;

} else {

int frameToReplace = findFrameToReplace(refStr, frames, refStrLen, i + 1, numFrames);

frames[frameToReplace] = page;

}

printFrames(page, frames, numFrames, occupiedFrames);

}

}

printf("\nPage Hits: %d\n", pageHits);

printf("Page Faults: %d\n", refStrLen - pageHits);

}

int main() {

int refStr[] = {7, 0, 1, 2, 0, 3, 0, 4, 2, 3, 0, 3, 2, 1, 2, 0, 1, 7, 0, 1};

int refStrLen = sizeof(refStr) / sizeof(refStr[0]);

int numFrames;

printf("Enter the number of frames: ");

scanf("%d", &numFrames);

optimalPageReplacement(refStr, refStrLen, numFrames);

return 0;

}
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**4.Simulate Least Recently Used (LRU)Algorithm.**

#include <stdio.h>

#include <limits.h>

int checkHit(int incomingPage, int queue[], int occupied) {

for (int i = 0; i < occupied; i++) {

if (incomingPage == queue[i])

return 1;

}

return 0;

}

void printFrame(int queue[], int frames) {

for (int i = 0; i < frames; i++) {

if (i < frames)

printf("%d\t\t", queue[i]);

else

printf("-\t\t");

}

}

int main() {

int incomingStream[] = {7, 0, 1, 2, 0, 3, 0, 4, 2, 3, 0, 3, 2, 1, 2, 0, 1, 7, 0, 1};

int n = sizeof(incomingStream) / sizeof(incomingStream[0]);

int frames;

printf("Enter the number of frames: ");

scanf("%d", &frames);

int queue[frames];

int distance[frames];

int occupied = 0;

int pagefault = 0;

int pagehit = 0;

for (int i = 0; i < frames; i++) {

queue[i] = -1;

}

printf("Stream\t\t");

for (int i = 0; i < frames; i++)

printf("Frame%d\t\t", i + 1);

printf("\n");

for (int i = 0; i < n; i++) {

printf("%d: \t\t", incomingStream[i]);

if (checkHit(incomingStream[i], queue, occupied)) {

printFrame(queue, frames);

pagehit++;

} else if (occupied < frames) {

queue[occupied] = incomingStream[i];

pagefault++;

occupied++;

printFrame(queue, occupied);

} else {

int max = INT\_MIN;

int index;

for (int j = 0; j < frames; j++) {

distance[j] = 0;

for (int k = i - 1; k >= 0; k--) {

++distance[j];

if (queue[j] == incomingStream[k])

break;

}

if (distance[j] > max) {

max = distance[j];

index = j;

}

}

queue[index] = incomingStream[i];

printFrame(queue, frames);

pagefault++;

}

printf("\n");

}

printf("Page Faults: %d\n", pagefault);

printf("Page Hits: %d\n", pagehit);

return 0;

}

**OUTPUT:**
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